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Abstract—As deep neural networks (DNNs) are increasingly
used in a broad spectrum of edge intelligent applications, it is
often necessary to provide multi-DNN model inference services,
and it is nontrivial for edge inference platforms to simultaneously
deliver high-throughput and low-latency. Such edge devices with
multi-DNN model pose new challenges for scheduler designs.
First, edge devices should be capable of efficiently scheduling
multiple heterogeneous DNN models in order to optimize system
utilization. Second, each inference request may have different
service level objectives (SLOs) to improve quality of service
(QoS). To address these challenges, this paper proposes BCEdge,
a novel learning-based scheduling framework that incorporates
adaptive batching and concurrent execution of DNN inference
services on edge devices. We first propose a shared memory policy
to reduce the memory contention among multiple DNN models.
Afterwards, a utility function is defined to evaluate the trade-
off between throughput and latency. The scheduler in BCEdge
leverages branch-based deep reinforcement learning (DRL) to
maximize utility by 1) optimizing batch size, 2) automatically
identifying the number of concurrent instances for multiple DNN
models, and 3) determining the shared memory configuration
among multiple DNN models. Besides, the lightweight DNN-
based prediction model in BCEdge can achieve SLO awareness
by reducing the performance interference among multiple DNN
models. Our prototype implemented on various edge devices
illustrates that BCEdge enhances utility by up to 37.6% and
reduces memory usage by up to 38% on average, compared
to state-of-the-art schemes, while maintaining the SLO violation
rate within 5%.

Index Terms—Edge Computing, Inference Service, Scheduling,
Reinforcement Learning, Service Level Objective (SLO).

I. INTRODUCTION

DNN inference service systems deployed on cloud servers
provide multiple trained deep neural networks (DNNs) for
users. These systems are usually multi-tenant, meaning that
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each DNN model has one or more concurrent instances to
serve various inference applications, while making full use of
the abundant computing resources on servers. For instance, the
multi-instance GPU (MIG) in NVIDIA Ampere architecture
enables the partitioning of a single NVIDIA A100 GPU into
seven independent GPU concurrent instances. These concur-
rent instances can achieve DNN model inference in parallel,
enabling the GPU to achieve up to 7× utilization with a guar-
anteed quality of service (QoS). Nevertheless, concurrently
executing multiple instances of different DNN models results
in complex interference between DNN models. In addition,
prior work has adopted batching to process requests with lower
inference cost [1], [2], [3]. Batching refers to the aggregation
of multiple requests into a single batch request, with a given
time window [4]. DNN inference service systems process one
batch request at a time, thereby improving system throughput
(e.g., measured in requests per second, rps). Although system
throughput can be improved by increasing the batch size, there
is a challenge, larger batch size leads to longer waiting time for
requests to be processed, which inevitably increases latency.
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Fig. 1. Batching and concurrent inference services on edge devices with video
surveillance application in autonomous driving as an example.

For edge inference serving systems, computility and mem-
ory enhancements provide new opportunities for efficiently
deploying DNN inference systems on edge accelerators (e.g.,
graphics processing unit (GPU), tensor processing unit (TPU),
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Fig. 2. The effects of batching and concurrent inference on (a) system
throughput and (b) end-to-end latency. Throughput is measured as requests-
per-second (rps). The x-axis represents the number of instances of DNN model
(denotes as ci), and the y-axis represents the batch size (denotes as bi). We
use YOLO-v5 [12] on NVIDIA Xavier NX edge device with 8GB DRAM.

and vision processing unit (VPU), etc.). There has been a
tremendous amount of research effort using various DNN
model lightweight techniques (e.g., model pruning [5], knowl-
edge distillation [6], low-bit quantization [7]), aiming at opti-
mizing the inference latency and throughput of edge inference
services. Batch inference for multiple concurrent requests,
however, is also urgent in practice for edge inference services
that not much research effort has focused on.

As shown in Fig. 1, we take the video surveillance appli-
cation deployed on edge devices in autonomous driving [8]
as an example to illustrate the use case scenario of batch
inference on edge devices. To achieve full-scene awareness
on the road, the video surveillance application uses multiple
DNN models, including traffic sign recognition [9], vehicle
type recognition [10], and person activity recognition [11],
to batch video streams captured by on-board cameras in real-
time. Furthermore, each DNN model has multiple instances to
concurrently process video frames with different objectives. In
order to guarantee low-latency inference services while main-
taining throughput performance, it is necessary to investigate
how batching and the number of concurrent instances affect
the latency and throughput performance of inference requests.

Motivating Example: to better understand the performance
impact of batching and concurrent inference, we perform an
experimental study using YOLO-v5 [12] on NVIDIA Xavier
NX edge device. Due to resource constraints on edge devices,
we leverage TensorRT [13] to accelerate the original DNN
model. Fig. 2 reports throughput and latency for different batch
sizes and numbers of concurrent instances. An interesting
observation is that high throughput is achieved when the
batch size (denoted as bi) and the number of concurrent
instances (denoted as ci) both have intermediate values. For
example, when we run YOLO-v5 model on NVIDIA Xavier
NX, the edge inference serving system achieves the highest
throughput (69 rps), when the batch size bi = 8, and the
number of concurrent instances ci = 6, as shown in Fig. 2(a).
The reason why the throughput has diminishing returns as
bi and ci increase is due to resource contention caused by
interference [14] among multiple DNN models. In addition,
the effects of the batch size and the number of concurrent
instances on the inference latency are also investigated and
shown in Fig. 2(b), which shows different behaviors from the

throughput. From Fig. 2, we see that when the batch size
and the number of concurrent instances have excessively high
values, e.g., bi = 128, ci = 8, the throughput is significantly
reduced and the latency is extremely high. Therefore, it is
critical to design an efficient scheduler to 1) co-optimize
throughput and latency, and 2) predict the interference between
multi-DNN model for an edge DNN inference serving system.

Challenges: designing such an edge inference service sys-
tem must address the following challenges. First, inference
requests have latency service level objective (denoted as
SLOi

L) i.e., a bounded response latency (for instance, an
interactive application typically requires a response time less
than 100 milliseconds [4], [15], [16]), to achieve quality of
service (QoS) with low-latency. It is necessary to consider
how to ensure the QoS of inference requests to avoid SLO
violation. SLO violation means that the end-to-end latency of
the inference request exceeds the bounded response latency.
Second, edge devices usually deploy multi-DNN model to
improve system throughput and resource utilization. The inter-
ference between multi-DNN model needs to be considered to
improve system robustness. To this end, we propose BCEdge,
a learning-based, adaptive, multi-tenant scheduling framework
for SLO-aware DNN inference services at the edge. First, a
shared memory policy in BCEdge can effectively reduce mem-
ory usage in order to avoid resource contention among multiple
DNN models. Second, a lightweight neural networks-based
interference prediction model is used to achieve SLO-aware,
thereby alleviating interference between multi-DNN model.
Finally, a learning-based scheduler leverages the branching
architecture to automatically determine the appropriate batch
size, number of concurrent instances for multiple DNN mod-
els, and shared memory configuration among multiple DNN
models, in order to achieve the optimal trade-off between
throughput and latency.

Table I provides a summarized comparison of BCEdge with
prior work. All prior work involves adaptively adjusting the
batch size, either automatically or manually, to achieve high
throughput. Although some prior studies have investigated
multi-DNN model, they did not support the scheduling of
concurrent instances of homogeneous multiple DNN models,
which becomes increasingly important to fully utilize the
computing resources on edge devices. In addition, only TF-
Serving [17] considers model interference. Except for Clip-
per [1] and DeepRT [15], none of the other works consider
strict latency budget. In contrast, our proposed BCEdge ad-
dresses all of the above issues.

To evaluate the BCEdge framework, we implement the sys-
tem and build a prototype. We evaluate the BCEdge prototype
on five heterogeneous edge devices with six representative
DNN models widely used in both computer vision and nat-
ural language processing applications, as shown in Table IV.
Evaluations show that BCEdge improves the trade-off between
throughput and latency by 10%∼62% compared to the state-
of-the-art (SOTA) schemes while reducing memory usage by
up to 62%. Moreover, the SLO violation rate of BCEdge is
kept within 5%.

The main contributions of this paper are as follows:
• We propose BCEdge, a learning-based scheduling frame-
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TABLE I
COMPARISON WITH PRIOR WORK

Service
Framework

Adaptive
Batching

Concurrent
Instance

Shared
Memory

SLO
Aware

TF-Serving [17] ✓ ✗ ✗ ✗
Triton [3] ✓ ✓ ✓ ✗

Clipper [1] ✓ ✗ ✗ ✓
Prema [18] ✓ ✗ ✓ ✓

DVABatch [19] ✓ ✗ ✓ ✗
Gpulet [4] ✓ ✓ ✗ ✓

DeepRT [15] ✓ ✓ ✗ ✓
Ďelen [16] ✗ ✓ ✓ ✗
BATCH [2] ✓ ✗ ✗ ✓

BCEdge (Ours) ✓ ✓ ✓ ✓

work for adaptive batching and concurrent DNN infer-
ence service on edge devices. This framework is moti-
vated by a real-world case study on the effects of batching
and concurrent inference of DNN models on throughput
and latency performance on edge devices.

• We leverage a branch-based deep reinforcement learning
algorithm to automatically adjust the batch size, the num-
ber of concurrent instances for multiple DNN models, and
the shared memory configuration among multiple DNN
models to co-optimize throughput and latency.

• We propose a shared memory policy to reduce memory
contention among multiple DNN models. In addition,
the lightweight DNN-based prediction model reduces the
performance interference between multi-DNN model.

• Extensive experiments on implemented system prototypes
show that BCEgde outperforms state-of-the-art schemes
in improving the throughput-latency trade-off, reducing
SLO violation rate and memory usage.

The rest of the paper is organized as follows: Section II
presents related work. Section III describes system model and
problem formulation. Section IV illustrates our framework
design in detail. Section V describes our framework implemen-
tation and experimental setup. Section VI reports evaluation
results. Section VII discusses the limitations and future work
of our proposed framework. Section VIII concludes our work.

II. RELATED WORK

A. On-Device Model-Level DNN Inference Service
On-device DNN inference services using single computing

platforms have been extensively studied recently. According to
the level of DNN inference optimization, it can be divided into
coarse-grained model level and fine-grained operator level. In
particular, the on-device model-level DNN inference service
aims to optimize the entire DNN model using a single com-
puting platform. Prior work treats DNN model as an indivisible
scheduling unit, and propose a series of inference serving
frameworks to provide DNN inference services [1], [2], [4],
[15], [17], [19], [20], [21], [22], [23]. Clipper [1], TensorFlow-
Serving [17], MArK [20], DeepRT [15], and BATCH [2]
adopt conventional adaptive batching that use time window
for DNN inference. Ďelen [16] uses early exit mechanism for
DNN models to achieve fine-grained scheduling of inference
requests. None of these existing frameworks offer concurrent
operation of model instances to further improve through-
put. There is also prior work that focuses on SLO-aware

DNN inference service. Gpulet [4] leverages spatio-temporal
sharing of computing resources for multiple heterogeneous
DNN models with latency constraints. Clockwork [23] exploits
predictable execution times to achieve tight SLO. INFaaS [22]
reduces cost and SLO violation, as well as improves through-
put by choosing adequate model variant. PSLO [21] is a
preempting SLO-aware scheduler based on minimum average
expected latency, which aims to trade-off system throughput
and SLO. Unlike the above work, we foucs on reducing the
SLO violation rate (i.e., the proportion of inference requests
that exceed SLO) caused by the interference of multi-DNN
model. In addition, some edge inference frameworks involve
privacy protection [24], [25] and edge-cloud collaborative [26],
[27], respectively. These works are complementary to BCEdge
that can alleviate privacy and resource constraints.

B. On-Device Operator-Level DNN Inference Service

Deep learning frameworks (e.g., TensorFlow and PyTorch)
abstract a particular DNN model as a directed acyclic graph
(DAG) when executing DNN inference [28]. DAG consists
of nodes and edges, and the nodes represent operators (var-
ious operations in the DNN model), such as convolution,
pooling, batch normalization, activation, etc. Edges represent
dependencies between operators. The on-device operator-level
DNN inference services aim to improve QoS by optimizing
the operators of the DNN model using a single computing
platform. Except for model-level inference services, prior work
also focuses on optimizing the operator-level scheduling of
DNN models to enhance the QoS of model service [14],
[18], [29], [30], [31]. REEF [29] adopts a parallel mechanism
based on dynamic kernel padding to improve throughput.
VELTAIR [14] proposes an adaptive operator-level compila-
tion and scheduling framework to achieve efficient resource
usage, and reduces interference-induced performance loss.
PREMA [18] proposes a predictive multi-task scheduling
algorithm to achieve high-throughput. Abacus [30] lever-
ages overlap-aware latency prediction model and determin-
istic scheduling of overlapped DNN operators to improves
throughput while maintaining QoS. These works are also
complementary to BCEdge that enable higher throughput and
lower latency.

C. DNN Inference Service in Edge-Cloud Collaboration

On-device DNN inference service is difficult due to re-
source constraints on edge devices. To this end, prior work
leverages edge-cloud framework to facilitate collaborative in-
ference services. Edge-Cloud collaboration executes inference
by reasonably allocating sub-models of DNN between cloud
servers and edge devices [32]. This computing paradigm
enables DNN inference to provide high QoS in a real-time
responsive manner. TVW-RL [33] exploits various temporal
resource usage patterns of time-varying workloads using a
deep reinforcement learning (DRL) approach, to improve
utilization in real production traces. Likewise, KaiS [34], A3C-
R2N2 [35], MILP [36], A3C-DO [37], and MFRL [38] pro-
posed different multi-agent DRL-based scheduling algorithms,
to optimize throughput, latency, energy consumption, cost, etc.
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TABLE II
NOTATIONS

Notation Description
xi The i-th inference request
mi The i-th DNN model type
di Input data shape for i-th inference request
SLOi

L Latency service level objective of the i-th inference request
ti The i-th scheduling time slot
bi Batch size for i-th DNN model
ci Number of concurrent instances for i-th DNN model
si Shared memory configuration among multiple DNN models
U Utility function
Di The input data size of i-th inference request
Ri The output data size of i-th inference request
B Network bandwidth between IoT devices and edge devices
Ci The computility of edge devices
fi The clock frequency of edge devices
liend End-to-end latency for i-th inference request
Ti Throughput at i-th time slot ti
oi memory usage for i-th inference request
ei Parameter space for i-th DNN model
gi Runtime space for i-th DNN model
st State in DRL at time slot ti
at Action in DRL at time slot ti
rt Instant reward at time slot ti
Fb Features of batch size
Fc Features of concurrent instances
Fs Features of shared memory configuration

MCDS [39] leverages a tree-based search strategy and a DNN-
based prediction model to optimize QoS. Similar to MILP
[36], DeEdge [40] proposes D-Deads, a distributed greedy
scheduling algorithm with task-deadline, which maximizes
throughput while minimizing latency. Note that the above
work only schedule individual tasks one by one, ignoring
the benefits of batching and concurrent inference. Inspired
by above work, BCEdge can be extended to an edge-cloud
collaborative inference framework to further optimize specific
objectives.

III. SYSTEM MODEL AND PROBLEM FORMULATION

In this section, the system models including the DNN
inference request model, the service scheduling model and the
end-to-end latency model are formulated and discussed. After-
wards, an optimization problem is formulated to include the
effects of the batch size, the number of concurrent instances
for multiple DNN models and shared memory configuration.
Table II provides the key notations used in this paper.

A. System Models

Request Model: suppose there are multiple IoT devices
(e.g., cameras, drones, smartphones, etc.) sharing the re-
sources of edge devices. Before task scheduling, IoT devices
generate a series of inference requests with DNN model type
mi, input data shape di, and latency service level objective
SLOi

L. The i-th inference request xi, therefore, can be denoted
as xi = {mi, di, SLO

i
L}. BCEdge maintains a batch of

requests queue for each DNN model, and supports dynamic
batching by aggregating multiple inference requests with same
DNN model into corresponding batch request queue. Mean-
while, BCEdge creates multiple instances for each DNN model
(e.g., concurrent instances ci), since it is critical for edge
devices with GPUs to leverage both batching and concurrent

inference to improve throughput. The model zoo in BCEdge
backend executes DNN inference from batch request queue,
and returns prediction result.

Scheduling Model: since the SLO is different for each
request, a fixed scheduling time slot is inappropriate. In
addition, it is impractical to specify scheduling time slot for
each request individually, which significantly increases system
overhead, i.e., the scheduling latency at runtime. Therefore,
we set the i-th scheduling time slot ti as the ratio of the sum
of SLOi

L for a batch of requests to the number of concurrent
instances for multiple DNN models, which can be denoted as:

ti =

bi∑
i=1

SLOi
L/ci (1)

where bi is the batch size, and ci is the number of concurrent
instances for multiple DNN models. In this way, BCEdge is
enabled to guarantee the SLO of each request, and provides
efficient inference services via batching and concurrent infer-
ence. Note that BCEdge starts the next scheduling immediately
after finishing the current scheduling to reduce the GPU idle.

End-to-end latency Model: end-to-end latency involves the
communication time between IoT devices and edge devices, as
well as model inference time, which consists of the following
components:

• request transmission time litrans: the time that IoT devices
send the i-th inference request to edge devices via the
network, which depends on network bandwidth and input
data size:

litrans =
Di

B
, (2)

where B is the network bandwidth between IoT devices
and edge devices. Di is the input data size of i-th
inference request.

• request queuing time lique: the time that a request is
blocked on the request queue until it is scheduled. We
utilize the M/M/1 queuing model to define the queuing
time of inference requests. Assume that the arrivals of
requests are independent of each other, and the interval
between arrival times follows a Poisson distribution with
parameter λ. The service time of requests follows a
negative exponential distribution with parameter µ, and
the number of servers is 1. Therefore, the average queuing
time of a request can be modeled as follows:

lique =
ρ

µ− λ
, (3)

where ρ = µ/λ is the service intensity per unit time.
• DNN inference time liinfer: the time that edge device

executes model inference, which depends on input data
size, the computility and clock frequency of edge devices,
batch size, as well as number of concurrent instances.

liinfer =
Di · Ci

fi · bi · ci
, (4)

where Ci is the computility of edge devices. fi is the
clock frequency of edge devices.
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• result response time lirsp: the time that edge devices
transmit results to IoT devices via the network, which
depends on network bandwidth and output data size:

lirsp =
Ri

B
, (5)

where Ri is the data size of the return result for the i-th
inference request.

Overall, the end-to-end latency liend can be denoted as:

liend = litrans + lique + liinfer + lirsp (6)

System Throughput Model: system throughput, as one of
the SLO, refers to the number of requests that the inference
service system can process within a time window (e.g.,
measured in requests per second, rps). Increasing throughput
means more inference requests can be processed within the
same time window. In our work, system throughput (denoted
as rps) depends on batch size (bi), the number of concur-
rent instances for multiple DNN models (ci), and end-to-end
latency (liend), which can be formulated as follows:

rps ∝ bi · ci
liend

(7)

where ∝ means that system throughput (rps) is proportional to
batch size (bi), the number of concurrent instances for multiple
DNN models (ci), and inversely proportional to end-to-end
latency (liend).

B. Problem Formulation

Our objective is to co-optimize both throughput and latency
for each DNN model by automatically exploring the feasible
set of batch size, the number of concurrent instances for mul-
tiple DNN models and shared memory configuration among
multiple DNN models while guaranteeing SLO. Inspired by
the co-adaptive scheduler named Pollux [41], we propose a
utility function to evaluate the trade-off between throughput
and latency:

U(Ti, Li) = log(Ti(bi, ci, si)/
Li(bi, ci, si)

(
∑bi

i=1 SLO
i
L)

) (8)

where si indicates the shared memory configuration among
multiple DNN models (see Section IV-D for details). The
throughput of the i-th scheduling time slot ti can be denoted as
Ti(bi, ci, si), and Li(bi, ci, si) is the actual end-to-end latency
of the i-th scheduling time slot ti.

∑bi
i=1 SLO

i
L denotes the

ratio of the sum of SLOi
L for a batch of requests to the number

of concurrent instances for multiple DNN models.
Meanwhile, inference service system must consider the

memory capacity of edge devices, denoted as Oi, as well as
the latency constraints. Therefore, the optimization objective
is formulated as follows:

max
bi,ci,si

U(Ti, Li)

s.t. oi ≤ Oi

Li ≤
bi∑
i=1

SLOi
L

(9)

where oi is the memory usage of the i-th inference request.

IV. SYSTEM DESIGN

A. System Overiew

We propose BCEdge, an adaptive batching and concurrent
inference service framework for edge devices. The scheduler
in BCEdge aims to allocate a moderate batch size, number
of concurrent instances, and shared memory configuration
among multiple DNN models for each inference request, while
maintaining the SLO boundary. Unlike prior work that only
considers a subset of three dimensions [1], [15], we propose a
scheduler that fully explores three dimensions to better tradeoff
throughput and latency.

Fig. 3 shows an overview of proposed scheduling frame-
work, namely BCEdge, which consists of dynamic batching
(Section IV-B), concurrent instance (Section IV-C), shared
memory for multiple DNN models (Section IV-D), learning-
based scheduler (Section IV-E), and SLO-aware interference
predictor (Section IV-F). BCEdge first ❶ maintains a batch
request queue for each DNN model. The requests with dif-
ferent DNN models generated by IoT devices are merged to
send the corresponding batch request queues. The performance
profiler ❷ periodically collects information (e.g., resource
utilization, system throughput and end-to-end latency) for
each DNN model. Meanwhile, the SLO-aware interference
predictor ❸ analyzes the potential interference caused by
concurrent instances between multiple DNN models, which
guides the scheduler to make more robust decisions. The
learning-based scheduler then ❹ identifies the optimal batch
size, the number of concurrent instances for multiple DNN
models, and shared memory configuration among multiple
DNN models by leveraging profiled information. Finally, the
runtime engine ❺ executes concurrent DNN inference service
with batching on edge devices.
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DRL
Scheduler
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Batch size

ConcurrencyBCEdge
IoT devices

Runtime
Engine

Resource utilization

Latency

Pr
ed

ic
to

r

Edge Accelerator

DNN model zoo

⋮

Shared memory

Fig. 3. Overview of the proposed scheduling framework for DNN inference
services.

B. Dynamic Batching

BCEdge enables dynamic batch inference by allowing a
single request to specify a batch of inputs. Inference for a
batch of inputs is executed concurrently, which is important
for GPUs as it can improve throughput significantly. As Fig. 4
shows, dynamic batching first maintains a batch request queue
separately for each DNN model. Dynamically created batches
then are dispatched to all concurrent instances configured
for each DNN model, and multiple batch request queues are
concurrently executed. More precisely, dynamic batching adds
each request to the corresponding batch request queue based
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on the order of arrival. Meanwhile, it sorts the priority of
each inference request based on SLO, the shorter the SLO,
the higher the priority. Dynamic batching aggregates multiple
requests into one large request, and dispatches the batch
requests to multiple slots of each DNN model at runtime.
Note that each slot is a model instance. Additionally, the batch
requests are scheduled in the order of arrival if they have the
same priority.

Dynamic
Batching

⋮

Runtime
Model 1

⋮

Model N

⋮

Request Queues

⋮
⋮

⋮

queue 1

queue 2

queue n

slot 1 slot n

slot 1 slot n

Fig. 4. Illustration of dynamic batching.

C. Model Instance Concurrency

BCEdge enables multi-DNN model and multi-instance of
the same DNN model to execute in parallel, and the DNN
models executed on CPU are handled similarly by BCEdge.
Fig. 5 shows the pipeline of three DNN models executing
multi-instance in parallel, and each DNN model creates three
instances. Suppose BCEdge is not processing any requests
currently. When the first three requests arrive at the same time
(one for each model), each instance of the three DNN models
will process a corresponding request. BCEdge then dispatches
these concurrent instances to GPU immediately, and the hard-
ware scheduler starts processing the corresponding inferences
in parallel. Note that the first three inference requests are
immediately executed in parallel, while subsequent inference
requests have to wait until the corresponding previous requests
are completed.

instance 1 instance 2model 1

model 2

model 3

req.1/2/3

instance 2

instance 1

instance 1

req.1/2 req.3

instance 3

instance 3

instance 3

instance 2

req.2 req.1/3
time

Fig. 5. Illustration of concurrent instance.

D. Shared Memory Policy for Multiple DNN Models

DNN model inference is computationally intensive, which
requires high-overhead GPU memory space, including the
following four components: uncontrollable space, user data,
model parameters, and runtime space. Specifically, the uncon-
trollable space refers to the space allocated by the operating
system, such as the memory space occupied by the context
of each process in the hardware accelerator. User data is the
user-specified memory space, such as the input and output of
the DNN model. Model parameters refer to the memory space
occupied by the parameters of the DNN model, which need to
be loaded into GPU memory for inference. The runtime space

is the memory occupied by the operators of the DNN model
during calculation.

In multi-DNN model concurrent inference service, the in-
evitable memory contention among multiple DNN models can
cause serious performance interference. Importantly, unlike
cloud server-level GPUs, edge GPUs are resource-constrained
and lack effective memory management mechanisms. To ad-
dress these challenges, we propose a shared memory policy for
multiple DNN models to reduce memory usage. As mentioned
before, the number of concurrent instances for i-th DNN
model is ci. The parameter space and runtime space of each
DNN model are denoted as ei(i = 1, 2, · · · , E) and gi(i =
1, 2, · · · , G), respectively. Note that the uncontrollable space is
automatically allocated by the operating system, which cannot
be modified. In addition, the memory space occupied by user
data is negligible. Thus, uncontrollable space and user data
are not considered.

The shared memory policy for multiple DNN models si can
be formalized as follows:

si =

{
ei + gi ∗ ci, i = 1∑M

i=1 ei +max(gi ∗ ci), i > 1
(10)

where i is the number of DNN models. The first case considers
multi-instance concurrency for a single model (i.e., i = 1). For
instance, model m1 creates x instances, the parameter e1 of
DNN model m1 only needs to be allocated once, and g1 is
shared by these x instances. The second case considers multi-
instance concurrency for multiple DNN models (i.e., i > 1).
For instance, there are three DNN models, and the computing
pipeline is m1 → m2 → m3. Among them, model m1 creates
2 instances, model m2 creates 3 instances, and model m3

creates 4 instances. The total memory usage, therefore, is e1+
e2 + e3 + max(g1 ∗ 2, g2 ∗ 3, g3 ∗ 4). In this way, we can
effectively reduce memory usage to avoid memory contention.

E. Learning-based Scheduler

Compared with traditional heuristic approaches, deep rein-
forcement learning (DRL) has great advantages in processing
complex decision problems, which can be applied to search
spaces with high-dimensional. Thus, the problem, introduced
in Eq. (9), can be converted to a DRL problem to solve. The
agent in DRL generates actions (decisions) by continuously
interacting with the environment, and the interaction process
is usually modeled by a Markov decision process (MDP).
An MDP consists of the following state, action, transition
probability and reward.

• State: the state s reflects the state characteristics of the
environment, and all states constitute the state space S
(s ∈ S). At each scheduling time slot ti, the agent in
DRL constructs a state st(st ∈ S) to periodically collect
request information and the resource utilization of edge
devices. st consists of a three-tuple: (I) the DNN model
type mi. (II) the input date shape di. (III) the SLO of
each requests SLOi

L.
• Action: the action a is the behavior taken by the agent,

and all actions constitute the action space A (a ∈ A). The
action of the agent aims to identify optimal batch size bi,
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the number of concurrent instances for multiple DNN
models ci, and available shared memory configuration
among multiple DNN models si, given specific DNN
model m. Thus, the action at(at ∈ A) at scheduling time
slot ti can be denoted as at = (bi, ci, si).

• Transition probability: the transition probability p is the
probability distribution of the agent transitioning from the
current state s to the next timestamp state s′, satisfying∑

s′∈S p(s′|s, a) = 1.
• Reward: the reward is a scalar value that the environment

feeds back to the agent after the agent performs an action
according to the policy π, which is related to current
state, current action and the state of the next timestamp.
The agent in DRL aims to maximize the accumulated
expected reward E

[∑T
t=0 γ

trt

]
, where rt is the instant

reward at time slot ti. The objective of our BCEdge
design is to maximize the proposed utility in Eq. (8) that
achieves the optimal trade-off between throughput and
latency. Therefore, we propose a novel reward function
ri(t) for each request i as follows:

ri(t) =

{
U(Ti, Li), Li ≤

∑bi
i=1 SLO

i
L, oi ≤ Oi

e−Li·oi , otherwise
(11)

where the agent in DRL is triggered by SLO violation. This
is because the reward function in Eq. (11) depends on SLO
violation. The first case indicates that when the latency of
the current inference request is within the specified latency
constraints (i.e., SLOi

L) and the memory usage does not
exceed memory capacity (i.e., Oi), we calculate the reward
based on the inference latency of the request and the system
throughput, and the reward function corresponds to the utility
function in Eq. (8). For the second case, when the latency
and/or memory of the current inference request exceeds,
we use an exponential function to define the reward, which
decreases as the inference latency increases.

The purpose of DRL is to identify an optimal policy
π∗ = argmaxa Q

∗(s, a) to maximize the long-term cumu-
lative expected return by using the optimal Q-function (Q∗)
to quantify this reward

Q∗(s, a) = Eτ∼p(τ)[r(s, a) + γmaxa′ Q∗(s′, a′)] (12)

where the Q-function Q(s, a) is the reward achieved by execut-
ing action a at state s, which can leverage neural network, such
as deep Q-network (DQN) [42], to approximate the optimal
Q-function Q∗(s, a), and γ is a discounting factor.

Search Space Challenge: Note that the scheduling in
BCEdge is more complex compared with prior work (e.g.,
TF-Serving [17], Clipper [1], and DeepRT [15]), since it
involves batching, concurrent inference, and shared memory
configuration multiple DNN models. Therefore, the trade-off
configuration would sit on the sweet spot in the search space
built upon the three dimensions, which creates a huge search
space. However, we find that it is inefficient to directly apply
traditional DRL to the huge three dimensionsal scheduling
space in BCEdge. We suppose that M DNN models exit
and each DNN model m has bi batch size, ci the number

of concurrent instances for multiple DNN models, and si
shared memory configuration among multiple DNN models.
In total,

∐M
m=1 bi · ci ·si different combinations (actions) need

to be considered at each timestamp. Searching for an optimal
policy in such a huge action space is time-consuming, which
is unacceptable for online inference services on edge devices.

Branch DRL-based scheduling algorithm: A key insight
to address this problem is that through an efficient scheduling
strategy design. We propose to decouple the reward explo-
ration for each scheduling dimension, so that we can reduce
the complexity of the action space via parallel scheduling. In
this way, the output dimension can be reduced from the multi-
plication

∐M
m=1 bi ·ci ·si to summation

∑M
m=1(bi+ci+si). In

BCEdge, we employ a branch-based structure [43] to achieve
a learning-based scheduler.

As Fig. 6 depicts, we first use a shared feature extractor
implemented by a fully connected neural layer with 256 neural
units, i.e., the larger gray trapezoidal in Fig. 6, to extract
common features F between different dimensions of the input
state. Then, a fully connected neural layer with 64 neural units
(i.e., the smaller gray trapezoid in Fig. 6) is used for evaluation
of the state value. Meanwhile, these common features are
then fed into different feature extraction branches implemented
by a fully connected neural layer with 64 neural units, i.e.,
the smaller gray trapezoidal in Fig. 6, to generate a series
of features (Fb, Fc, Fs), representing the features of batch
size, the number of concurrent instances for multiple DNN
models, and shared memory configuration among multiple
DNN models, respectively. Each branch corresponds to a
dimension in the three dimensions action space. In addition,
the common features serve as an additional branch to estimate
the state value function (V-function) of the state, where V-
function is the expectation of Q(s, a) about action a. The state
value (V-value) is aggregated with the features of different
branches to output the rewards of each branch. Finally, the
optimal joint estimate of the distributed actions is obtained.
Such parallel design essentially copes the trade-off between
latency and optimality of agent exploration.

We extend Branching Dueling DQN [43] into our pro-
posed scheduling algorithm. Similar to Dueling DQN [44],
Branching Dueling DQN [43] is also an approximation to the
optimal Q-function, which decomposes the optimal Q-function
Q∗(s, a) into an optimal V-function V ∗, where V ∗(s) =∑

a∈A π(a|st) · Q(st, a), and an optimal advantage function
A∗, where A∗ = Q∗(s, a) − V ∗(s), aiming at improving the
learning efficiency of DQN [42].

Formally, for an action with d dimension (d ∈ 1, 2, · · · , n),
the Eq. (12) transforms as follows:

Q∗
d(s, ad) = V ∗(s) + (A∗

d(s, ad)−
1

n

∑
a′
d∈Ad

Ad(s, a
′
d)) (13)

where |Ad| indicates n discrete sub-actions.
We alleviates the overestimation of DQN by leveraging two

networks (i.e., Q-network and target Q-network), which can
be formulated as follows:

yd = rd + γ
1

n

∑
d

Q−
d (s

′, argmax
a′
d∈Ad

Qd (s
′, a′d)) (14)
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Fig. 6. Illustration of proposed branch DQN-based scheduler design with the parallel branches to determine different attributes. The gray trapezoids indicate
the weights of the fully connected neural layers and the size of each layer (i.e. number of neural units) is indicated.

where yd is the target Q-value with dimension d, and
Qd(s

′, a′d) is the Q-value estimated by neural network.
We train Branching Dueling DQN by aggregating dis-

tributed temporal difference (TD) errors across branches. The
loss function can be formulated as follows:

L = E(s,a,r,st+1)∼D[
1

n

∑
d

(yd −Qd(s, ad))
2] (15)

Algorithm 1 provides the overall procedure of scheduling.
The scheduler first receives the information of DNN model and
resource utilization for each inference request. Before each
scheduling time slot, all networks are initialized. For each
scheduling time slot, the scheduler first checks each request
queue. If the request queue is empty, it pushes incoming
requests into the request queue (line 7). The branch network
proposed in Fig. 6, is used to extract the features of each
dimension and calculate the respective Q-value (line 9∼11).
The scheduler selects a joint action at(bi, ci, si) based on
policy π with probability ϵ-greedy (line 12). Afterwards, is
executes action at and observes reward using Eq. (8) (line 13).
Meanwhile, the state changes from st to st+1, and the current
state, action, reward and the next state are stored as a action
transition in the replay buffer D. The batch request queue
are pulled from the batching slot when the batch requests
are completed (line 16). Next, we calculate the Q-Value
and target Q-Value of each dimension separately by random
sampling (line 17∼19). The scheduler updates the parameters
of all networks, and repeat the above process (line 21∼24)
until the end of the iteration. Finally, the scheduler outputs
the optimal batch size, the number of concurrent instances
for multiple DNN models, and shared memory configuration
among multiple DNN models.

F. SLO-Aware Interference Predictor

Concurrent inference of multi-DNN model or multi-instance
of a single model can process more requests simultaneously
to improve throughput. However, an important challenge is
the performance interference caused by multi-DNN model
concurrent inference. As shown in Fig. 2, we observed that
concurrent inference significantly increases latency compared
to executing a single model independently, as multi-DNN

Algorithm 1: Learning-based scheduling algorithm
Input : The specific information (mi, di, SLO

i
L) of each inference

request xi

Output: batch size bi, the number of concurrent instances for
multiple DNN models ci and shared memory configuration
among multiple DNN models

1 si Initialization Q-network Q with random weights θ;
2 Initialization target Q-network Q̂ with weight θ− = θ;
3 Initialize an empty replay buffer D ← ∅;
4 for each scheduling time slot ti do
5 for each environment step do
6 if request queue is empty then
7 Push request xi to batch request queue;
8 end
9 Use a shared feature extractor to extract common features

F of the input state;
10 F derived features (Fb, Fc, Fs) for each dimension via

different feature extraction branches;
11 F is aggregated with (Fb, Fc, Fs) for each dimension to

output the Q-value for each dimension;
12 Select a random joint-action tuple at(bi, ci, si) based on

policy π with probability ϵ-greedy;
13 Execute action at and observe reward rt (at | st) using

Eq. (11);
14 st+1 ∼ p (st+1 | st, at) ;
15 D ← D ∪ {(st, at, r (st, at) , st+1)};
16 Pull current request queue from batching slot si;
17 Sample random minibatch of transitions (st, at, r(st, at))

from D;
18 Calculate the target Q-value yd using Eq. (14);
19 Calculate the branch Q-value Qd(s

′, a′d) using Eq. (13);
20 end
21 for each gradient step do
22 Update the parameters of Q-network parameter θ using

Eq. (15);
23 Update the parameters of target Q-network θ− ← θ every

T steps;
24 end
25 end

model compete for the shared resources on edge devices,
especially the memory. In this case, model interference may
causes the scheduler to make incorrect schedules, and possibly
violates SLO.

The key to mitigating interference is accurately predict-
ing latency increase when multi-DNN model inference are
executed concurrently on a single GPU. Fig. 2 reveals that
the number of concurrent for YOLO-v5 [12] model has a
nonlinear relationship with the end-to-end delay, the prediction
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model based on linear regression, therefore, cannot accurately
achieve interference-aware. To confine the interference effect,
we leverage a lightweight two-layer neural network (NN)
with negligible overhead as the interference prediction model,
which directly learns the interference latency of multi-DNN
model concurrent inference on a single GPU. As shown
in Fig. 7, the simple yet effective interference prediction
model based on NN leverages historical latency and memory
utilization as the input of the neural network. The interference
prediction model then compares the estimated latency of the
neural network output with the actual latency provided by the
performance profiler in BCEdge. The neural network is trained
by minimizing the standard deviation between actual latency
and estimation latency, which aims to improve the stability of
the scheduler and reduce the SLO violation rate.

estimated 
latency

training loss

historical latency

memory utilization
current latency

Fig. 7. SLO-aware interference predictor based on neural network.

V. IMPLEMENTATION

BCEdge Prototype: we implement the prototype of BCEdge
using the runtime backend of Triton [3], a inference serving
system provided by NVIDIA. Table III reports the detailed
description of the evaluated inference system and the GPU
specifications used. The table also provides the versions of
operating system, CUDA, runtime, and deep learning (DL)
framework. As Fig. 8 shows, we use two IMX cameras and
a micorphone as IoT devices. Poisson distribution is used to
model the arrival of events for many applications. For gener-
ating a realistic request arrival pattern, we sample inter-arrival
time for each model from a Poisson random distribution, which
are widely used to evaluate DNN inference serving services,
based on previous literature [4], [14], [29], [45], [46]. The
request arrival rate is set to 30 requests per second (rps),
which are randomly distributed across all instances of each
DNN workload. Unless otherwise indicated, all evaluations
are reported on an NVIDIA Xavier NX edge GPUs.

NVIDIA 
Xavier NX

IMX 
Camera

Microphone

Fig. 8. BCEdge prototype implemented on NVIDIA Xavier NX edge devices.
We use two IMX cameras and a micorphone as IoT devices.

DNN Workloads: we use six representative DNN models
from three popular DNN families to process image and speech

TABLE III
THE EVALUATED SYSTEM SPECIFICATIONS

Edge device NVIDIA Jetson Xavier NX
Operating system Ubuntu: 18.04.6 (kernel 4.15.0)

Software CUDA 10.2 and TensorRT 8.2 [13]
CPU 6-core Carmel@1.4GHz ARMv8.2 64-bit
GPU 384-core Volta GPU with 48 Tensor Cores

DRAM 8GB 128-bit LPDDR4x 59.7GB/s
Runtime NVIDIA Triton Inference Server 2.19.0 [3]

DL framework PyTorch 1.10

TABLE IV
LIST OF DNN MODELS USED IN THE EVALUATION

Model Input Shape SLO (ms) Accuracy (%)
YOLO-v5 (yolo) 3x224x224 138 44.8

MobileNet-v3 (mob) 3x224x224 86 67.3
ResNet-18 (res) 3x224x224 58 72.4

EfficientNet-B0 (eff) 3x224x224 93 77.1
Inception-v3 (inc) 3x224x224 66 76.5
TinyBERT (bert) 1x14 114 78.4

data. Specifically, we use YOLO-v5 [12] for object detec-
tion tasks, MobileNet-v3 [47], ResNet-18 [48], EfficientNet-
B0 [49] and Inception-v3 [50] for image classification tasks,
and TinyBERT [51] for speech recognition tasks. Additionally,
we use NVIDIA TensorRT [13], a high-performance DNN in-
ference optimization library for better batching and concurrent
inference. The input shape, SLO and accuracy of each DNN
model is listed in Table IV.

Training Details: our proposed Algorithm 1 is based on
the branching dueling DQN [43] framework. All networks are
trained using the Adam optimizer with a learning rate of 10−4.
Each network has a two-layer ReLU neural network with 128
and 64 hidden units, respectively, and the replay buffer size
is set to 106. The target Q-network is updated every 103 time
steps. We train it offline on a workstation using four NVIDIA
GeForce GTX 3080 GPUs with a mini-batch size of 512 and
a discount factor γ = 0.99 for 500 epochs, and deploy the
trained algorithm online to edge devices for evaluation.

Baselines: As baselines, we compare against three DNN
inference service systems, all listed in Table I. The baselines
are composed by combining different approaches (i.e., adap-
tive batching, concurrent instance, shared memory, and SLO
aware). As discussed in Section I, existing DNN inference ser-
vice systems mainly focus on enabling cloud-based inference
service instead of providing edge inference service as BCEdge
does. Consequently, we compare BCEdge against DeepRT [15]
and Ďelen [16], which enable DNN inference service at the
edge, to evaluate the effectiveness of our proposed approach.
In addition, we also use BATCH [2] in Table I as a baseline,
which is a cloud-based DNN inference serving framework that
enables adaptive batching and SLO awareness. For fair com-
parison, we deploy DeepRT [15],Ďelen [16], and BATCH [2]
on the same edge devices as the BCEdge environment. Details
for the three baselines are as follows:

• DeepRT [15]: a soft real-time scheduler with dynamic
batching using earliest-deadline-first (EDF) scheduling
algorithm at the edge. We extend DeepRT to enable
TinyBERT DNN model for speech recognition tasks.
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• Ďelen [16]: a flexible and adaptive DNN inference service
system for multi-tenant edge devices. Ďelen leverages
multi-exit DNNs, i.e., a mechanism that enables early
exit at different points during DNN inference, to achieve
fine-grained control over inference requests.

• BATCH [2]: a DNN inference service framework with
adaptive batching using an optimizer based on an analyt-
ical model to provide SLO guarantees.

VI. EVALUATION

A. Evaluation Metrics

We use our proposed utility function defined in Eq. (8),
overall throughput, end-to-end latency, and SLO violation rate
as our evaluation metrics.

• Utility: this metric measures the trade-off between overall
throughput and end-to-end latency, which represents the
behavior of BCEdge that tends to improve throughput
while ensuring SLO.

• Overall Throughput: this metric represents how many
inference requests from users can BCEdge serve on the
target edge device (i.e., measured in requests per second,
rps).

• End-to-end Latency: this metric measures the execution
time for each inference request with latency constraints
(i.e., SLO).

• SLO violation Rate: this metric measures the proportion
of inference requests that exceed SLO within a time
window.

B. Overall Performance

We first evaluate the trade-off performance (i.e., the pro-
posed utility in Eq. (8)) of BCEdge in terms of throughput
and latency. Fig. 9 reports the normalized utility of six DNN
models in Table IV. It can be observed that our proposed
BCEdge consistently outperforms all baselines for all DNN
models. Specifically, the utility of BCEdge is 48%, 27% and
18% higher than DeepRT, BATCH and Ďelen on average,
respectively. The lower-utility of both DeepRT and BATCH is
due to the lack of concurrent inference, although they leverage
adaptive batching to improve throughput. Since the multi-exit
mechanism in Ďelen can improve throughput while reducing
latency, it has a better trade-off between throughput and
latency than batching and concurrent inference. In contrast,
BCEdge, on the one hand, fully explores the three dimensions
search space consisting of batch size, the number of concurrent
instances for multiple DNN models and shared memory con-
figuration among multiple DNN models by efficient scheduling
using branch DRL-based. On the other hand, the shared
memory policy in BCEdge can significantly reduce memory
usage, thus achieving an optimal trade-off between throughput
and latency.

We next illustrate that how BCEdge executes inference on
six DNN models for a duration of 3,000 seconds in terms of
throughput and latency, respectively. Fig. 10 shows the stacked
graph of the accumulated throughput of each DNN model, and
Fig. 11 reports the end-to-end latency of each DNN model over
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Fig. 9. Comparison of the normalized utility with six DNN models.

time. We can see that both the throughput and latency increase
asymptotically between 0 and 1,500 seconds, which indicates
that BCEdge is continuously optimizing our proposed utility
function to identify the appropriate batch size, the number
of concurrent instances for multiple DNN models and shared
memory configuration among multiple DNN models for each
DNN model. From 1,500 seconds on, both the throughput and
latency are saturated, indicating that BCEdge has successfully
fond the optimal joint actions in three dimensions search space
within the constraint of memory and SLO. In addition, we note
that BCEdge tends to sacrifice higher throughput for lower
latency to achieve better utility.
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Fig. 10. Comparison of throughput with six DNN models. The scheduling
duration of each DNN model for 3,000 seconds.
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Fig. 11. Comparison of latency with six DNN models. The scheduling
duration of each DNN model for 3,000 seconds.

C. Evaluation of Scalability

We additionally evaluate other four edge devices to evaluate
the scalability of BCEdge. Table V provides the specific
parameters of these heterogeneous edge devices compared
with NVIDIA Xavier NX. We evaluate the scalability of
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TABLE V
PERFORMANCE PARAMETERS OF EDGE DEVICES

Edge Devices AI Performance DRAM CPU GPU
NVIDIA Jetson Nano 0.47TFLOPS (FP16) 4GB 64-bit LPDDR4 25.6GB/s 4×Cortex-A57@1.4GHz 128×Maxwell@0.9GHz
NVIDIA Jetson TX2 1.33TFLOPS (FP16) 8GB 128-bit LPDDR4 59.7GB/s 6×Cortex-A57@1.4GHz 256×Pascal@1.3GHz
NVIDIA Jetson Xavier NX 21TOPS (INT8) 8GB 128-bit LPDDR4x 59.7GB/s 6×Carmel@1.4GHz 384×Volta@1.1GHz
NVIDIA Jetson Orin NX 100TOPS (INT8) 16GB 128-bit LPDDR5 102.4GB/s 8×Cortex-A78AE@1.4GHz 1024×Ampere@0.9GHz
NVIDIA Jetson AGX Orin 275TOPS (INT8) 64GB 256-bit LPDDR5 204.8GB/s 12×Cortex-A78AE@2.2GHz 2048×Ampere@1.3GHz
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Fig. 12. The utility of heterogeneous edge devices. The more computility of edge devices, the higher the utility.

BCEdge using object detection (YOLO-v5), image classifi-
cation (ResNet-18) and speech recognition (TinyBERT) DNN
models, respectively. Fig. 12 reports the utility of BCEdge
on four heterogeneous edge devices compared with baselines.
We can see that BCEdge outperforms the baselines on all
heterogeneous edge devices. Due to the image classification
has the least computing resources, the ResNet-18 DNN model,
therefore, has more optional batch size, the number of concur-
rent instances for multiple DNN models and shared memory
configuration among multiple DNN models to better trade off
throughput and latency than YOLO-v5 and TinyBERT. Similar
results are also seen in Fig. 9. Even for Jetson nano with the
weakest computility, the utility of BCEdge can be improved
by 20% 15%, and 10% on average compared with DeepRT,
BATCH and Ďelen, respectively. Since Jetson AGX Orin has
the highest computility to configure more batch size, the
number of concurrent instances for multiple DNN models and
shared memory configuration among multiple DNN models.
Thus, BCEdge receives the highest performance improvement,
and its average utility is 62%, 55% and 50% higher than
DeepRT, BATCH and Ďelen, respectively.

Fig. 13 reports the throughput and latency of four hetero-
geneous edge devices corresponding to Fig. 12. As shown in
Fig. 13, BCEdge also has a significant performance improve-
ment on the DNN models with fewer computing resources
and the edge devices with higher computility. Even for Jetson
Nano, BCEdge also achieves higher throughput and lower
latency compared to all baselines. Overall, BCEdge exhibits
flexible scalability that can adapt to heterogeneous resource-
constrained edge devices.

D. Evaluation of Interference Prediction Model

In this section, we evaluate the proposed interference pre-
diction model in BCEdge with different requests per second
(rps) on SLO violation rate. The interference prediction model
records total 2000 inference interference data with one second
period for each DNN model. Among the 2000 pieces of
collected data, we randomly select 1600 pieces of execution

data as training data and 400 pieces of data for validation.
Fig. 14 presents the cumulative distribution of the prediction
errors for our DNN-based interference model compared to
a linear regression model [4], [52]. It can be seen that our
proposed DNN-based model can predict up to 90% of cases
with an error rate of 2.69%, and up to 95% of the cases
if an error rate of 3.25% is allowed, and the error rate is
reduced by half compared to the linear regression model.
Since the model interference we observed in Fig. 2 is not
a simple linear relationship, the linear regression model has a
higher prediction error. In contrast, out proposed DNN-based
interference model considers the memory utilization of edge
devices and the collected historical data, which can accurately
predict the interference latency.

Fig. 15 shows the cumulative distribution of SLO violation
rate at 30 rps for BCEdge with/without the interference
prediction model. We analyze the SLO violation rate for a
scheduling duration of 3000 seconds in Fig. 10. Our proposed
model can reduce the SLO violation rate from 9.2% to
4.1% compared to BCEdge without the interference prediction
model. It illustrates that the interference prediction model can
improve the robustness of BCEdge and significantly reduce
SLO violation rate.

We also evaluate the SLO violation rate by consistently
increasing the requests per second (rps). As shown in Fig. 16,
BCEdge has the lowest SLO violation rate compared to all
baselines, which is 48%, 40% and 63% lower than DeepRT,
BATCH and Ďelen on average, respectively, and the SLO
violation rate of BCEdge is within 5% even at 40rps. Since
the soft real-time scheduler in DeepRT is only suitable for
DNN models without strict SLO budgets, it has a higher SLO
violation rate than BCEdge. Despite BATCH leverages an
optimizer to provide inference tail delay guarantees, it ignores
the performance interference and memory contention among
multiple DNN models, the SLO violation rate, therefore, is
also higher than BCEdge, but lower than DeepRT. Delen does
not consider the SLO budget for inference requests and thus
has the highest SLO violation rate.
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Fig. 13. The throughput and average latency of heterogeneous edge devices. The more computing resources of edge devices, the higher the throughput and
the lower the average latency.
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E. Overhead Analysis

Runtime Latency: in order to evaluate the runtime latency
imposed by scheduler, we compare BCEdge with three base-
lines in terms of the average scheduling latency. Fig. 17 depicts
these scheduling latency. As observed, BCEdge has a lower
scheduling latency due to its scheduler leverages the branch-
based DRL scheduling algorithm, which reduces the schedul-
ing latency by executing actions in parallel. Specifically, the
average scheduling latency of BCEdge is 26%, 43% and 35%
lower than that of DeepRT, BATCH and Ďelen, respectively. It
demonstrates that BCEdge can efficiently schedule batch and
concurrent requests with extremely low scheduling latency.
Note that we did not evaluate the overhead of performance
profiler and interference prediction model as their overheads
are negligible.

Memory Usage: in this section, we evaluate the memory
usage of BCEdge for all DNN models compared to baselines.
As shown in Fig. 18, the memory usage of BCEdge is 45%,
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Fig. 17. Comparison of scheduling latency with six DNN models.

39% and 30% less than that of DeepRT, BATCH and Delen
on average, respectively. Intuitively, the shared memory policy
in BCEdge significantly reduces memory usage by sharing the
parameter space and runtime space of multi-DNN model and
multi-instance. In contrast, other baselines do not optimize the
memory of inference service concurrency, which intensifies
the memory usage among multiple DNN models and multi-
instance and increases the risk of memory contention, thereby
interfering with the trade-off between throughput and latency.
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Fig. 18. Comparison of memory usage with six DNN models.

Scheduling Overhead: in this section, we discuss the
scheduling time duration of BCEdge. As shown in Fig. 19,
the scheduling time duration is negligible (less than 1%),
compared to the time for each component of the end-to-end
latency. This is due to our proposed branch-based reinforce-
ment learning scheduling algorithm. It significantly reduces the
scheduling time duration by replacing the sequential decisions
in the traditional DRL algorithm with parallel decisions. In ad-
dition, we also discuss the possibility of combining heuristic-
based solution with our proposed DRL-based solution in
Section VII.

VII. DISCUSSION

Request Arrival Rate Adaptation. Similar to the baseline
approaches, BCEdge does not adapt the request arrival rate and
this challenge can be left to future work. We plan to decouple
the request arrival rate adaptation decision and scheduling
algorithms [53], based on analyzing different request arrival
patterns (such as Poisson distribution, normal distribution,
random arrival, etc.) to better ensure QoS.

Scalability. We believe that BCEdge has the potential to be
scaled beyond a single edge device and can support computing
clusters of any size. However, due to network bandwidth
fluctuations, additional communication latency is inevitably
introduced. We plan to design a bandwidth adaptation policy
to help with BCEdge scalability.

Integrated with DNN Compiler. The performance improve-
ments of BCEdge benefit from model-level batching and

Inference

90.45%

Transmission

4.46%

Queuing

2.68%

Response

1.67%

Scheduling

0.74%

Inference Transmission Queuing Response Scheduling

Fig. 19. Average scheduling time duration vs. Average time for each
component of the end-to-end latency. We use NVIDIA Xavier NX edge
devices to infer the six DNN models in Table IV.

concurrent scheduling, but still suffer from memory contention
among multiple DNN models. To this end, we plan to integrate
with DNN compilers to efficiently utilize the limited compu-
tational resources of edge devices. For instance, representative
DNN compilers like TVM [28] can generate high-performance
DNN operators with low latency using auto-tuning [54], based
on fine-grained operator-level scheduling policies. BCEdge
can serve as a post-compiling runtime to ensure that on-device
resources are fully utilized during runtime in an adaptive
manner.

Combine with Other Approaches. BCEdge can work sym-
biotically with other optimized DNN inference approaches,
such as model compression [5], early exit [55] and edge-cloud
collaborative inference [56]. In these ways, it becomes possible
to achieve better throughput and latency tradeoffs, as well
as higher resource utilization, enabling efficient execution of
DNN model inference in resource-constrained edge computing
environments. To optimize the scheduling time duration, a
promising approach is to combine our proposed reinforce-
ment learning-based scheduling solution with a heuristic-based
scheduling solution. To be more specific, the heuristic-based
scheduling solution is used for initial scheduling, and the
reinforcement learning-based scheduling solution is used for
runtime scheduling. We believe that this hybrid scheduling
solution can better avoid SLO violation by reducing the
scheduling time duration.

Hardware-Aware Latency Prediction. The basis for pro-
viding DNN inference services with high QoS is efficient and
accurate inference prediction. Our proposed latency predictor
currently depends on historical latency data and the memory
utilization of edge devices. Yet, in practice, especially on
edge devices with different architectures (such as CPU, GPU,
NPU, and FPGA, etc.), it is hard to maintain stable prediction
performance without having a detailed understanding of the
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hardware’s internals. In future work, we plan to explore
a latency predictor for hardware-aware neural architecture
search (NAS) [57] to accurately and efficiently predict DNN
inference latency on different edge devices.

VIII. CONCLUSION

Providing multi-DNN model inference service with batch-
ing and concurrent execution on resource-constrained edge
devices presents both promising opportunities and signifi-
cant challenges, which involves guaranteeing SLO budgets
for inference requests and reducing memory contention. In
this paper, we propose BCEdge, an adaptive, SLO-aware
scheduling framework for multiple DNN models inference
service. BCEdge enables batching and concurrent inference
for edge intelligent applications on edge devices to achieve
both high-throughput and low-latency. The key to BCEdge is
the learning-based scheduler with the parallel branches, which
co-optimizes batch size, the number of concurrent instances
for multiple DNN models and shared memory configuration
among multiple DNN models automatically. Additionally, the
shared memory policy and lightweight DNN-based prediction
model in BCEdge aim to reduce memory usage and achieve
SLO-aware, respectively. Extensive experiments show that
BCEgde outperforms state-of-the-art schemes in improving the
throughput-latency trade-off, reducing SLO violation rate and
memory usage.
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